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# **Введение**

Цель курсовой работы – написание программы поиска пути в лабиринте. Поиск пути в лабиринте является одной из главных задач в области робототехники и находит широкое применение в других различных областях.

В данной работе мы рассмотрим два алгоритма поиска пути в лабиринте: поиск по ширине и алгоритм A. Реализация алгоритма поиска пути в лабиринте будет выполнена на языке программирования Python.

**Цель работы**: реализовать алгоритмы обхода графа: по ширине и А\* для поиска маршрута в лабиринте.

# **Задачи**

* Изучить алгоритмы построения маршрута в графе;
* Выделить особенности реализации, необходимые в конкретной задаче поиска маршрута;
* Подготовить исходные данные: лабиринт, координаты точек для посещения при обходе;
* Реализовать алгоритмы с заданными параметрами;
* Сохранить результаты обходов лабиринта и получившиеся маршруты в файл.

# **1.Теоретическая часть**

## **1.1 Поиск пути по ширине**

Поиск в ширину (англ. breadth-first search) — один из основных алгоритмов на графах, позволяющий находить все кратчайшие пути от заданной вершины и решать многие другие задачи.

Поиск в ширину также называют обходом — так же, как поиск в глубину и все другие обходы, он посещает все вершины графа по одному разу, только в другом порядке: по увеличению расстояния до начальной вершины.

На вход алгоритма подаётся невзвешенный граф и номер стартовой вершины *s*. Граф может быть как ориентированным, так и неориентированным — для алгоритма это не важно.[5]

Основную идею алгоритма можно понимать как процесс «поджигания» графа: на нулевом шаге мы поджигаем вершину *s*, а на каждом следующем шаге огонь с каждой уже горящей вершины перекидывается на всех её соседей, в конечном счете поджигая весь граф.

Если моделировать этот процесс, то за каждую итерацию алгоритма будет происходить расширение «кольца огня» в ширину на единицу. Номер шага, на котором вершина *v* начинает гореть, в точности равен длине её минимального пути из вершины *s*.

## **1.2 Алгоритм А\***

Алгоритм А \*— один из самых популярных методов решения задач на поиск кратчайшего маршрута. Его относят к информированным алгоритмам поиска, так как для решения задач используются данные о стоимости пути и принципы эвристики. Алгоритм А\* обладает двумя ключевыми характеристиками алгоритмов такого рода: **оптимальность** и **полнота**.

Если алгоритм поиска характеризуется как **оптимальный**, значит он гарантирует получение **лучшего из возможных решений**. А когда среди характеристик присутствует определение **«полный»**, это означает, что алгоритм **всегда находит** решение, если таковое **существует**.

A\* пошагово просматривает все пути, ведущие от начальной вершины в конечную, пока не найдёт минимальный. Как и все [информированные алгоритмы поиска](https://ru.wikipedia.org/wiki/%D0%98%D0%BD%D1%84%D0%BE%D1%80%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%BD%D1%8B%D0%B9_%D0%BF%D0%BE%D0%B8%D1%81%D0%BA), он просматривает сначала те маршруты, которые «кажутся» ведущими к цели. От [жадного алгоритма](https://ru.wikipedia.org/wiki/%D0%96%D0%B0%D0%B4%D0%BD%D1%8B%D0%B9_%D0%B0%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC), который тоже является алгоритмом поиска по первому лучшему совпадению, его отличает то, что при выборе вершины он учитывает, помимо прочего, весь пройденный до неё путь. Составляющая *g(x)* — это стоимость пути от начальной вершины, а не от предыдущей, как в жадном алгоритме.

В начале работы просматриваются узлы, смежные с начальным; выбирается тот из них, который имеет минимальное значение *f(x)*, после чего этот узел раскрывается. На каждом этапе алгоритм оперирует с множеством путей из начальной точки до всех ещё не раскрытых (листовых) вершин графа — множеством частных решений, — которое размещается в [очереди с приоритетом](https://ru.wikipedia.org/wiki/%D0%9E%D1%87%D0%B5%D1%80%D0%B5%D0%B4%D1%8C_%D1%81_%D0%BF%D1%80%D0%B8%D0%BE%D1%80%D0%B8%D1%82%D0%B5%D1%82%D0%BE%D0%BC_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5)). Приоритет пути определяется по значению *f(x) = g(x) + h(x)*. Алгоритм продолжает свою работу до тех пор, пока значение *f(x)* целевой вершины не окажется меньшим, чем любое значение в очереди, либо пока всё дерево не будет просмотрено. Из множества решений выбирается решение с наименьшей стоимостью.

Чем меньше эвристика *h(x)*, тем больше приоритет, поэтому для реализации очереди можно использовать [сортирующие деревья](https://ru.wikipedia.org/wiki/%D0%A1%D0%BE%D1%80%D1%82%D0%B8%D1%80%D1%83%D1%8E%D1%89%D0%B5%D0%B5_%D0%B4%D0%B5%D1%80%D0%B5%D0%B2%D0%BE).

Множество просмотренных вершин хранится в closed, а требующие рассмотрения пути — в очереди с приоритетом open. Приоритет пути вычисляется с помощью функции *f(x)* внутри реализации очереди с приоритетом.

# **2. Реализация алгоритма**

## **2.1 Реализация поиска по ширине**

Поиск в ширину работает путём последовательного просмотра отдельных уровней [графа](https://ru.wikipedia.org/wiki/%D0%93%D1%80%D0%B0%D1%84_(%D0%BC%D0%B0%D1%82%D0%B5%D0%BC%D0%B0%D1%82%D0%B8%D0%BA%D0%B0)), начиная с узла-источника �.

Рассмотрим все [рёбра](https://ru.wikipedia.org/wiki/%D0%A0%D0%B5%D0%B1%D1%80%D0%BE_(%D1%82%D0%B5%D0%BE%D1%80%D0%B8%D1%8F_%D0%B3%D1%80%D0%B0%D1%84%D0%BE%D0%B2)) (�,�), выходящие из узла�. Если очередной узел � является целевым узлом, то поиск завершается; в противном случае узел � добавляется в [очередь](https://ru.wikipedia.org/wiki/%D0%9E%D1%87%D0%B5%D1%80%D0%B5%D0%B4%D1%8C_(%D0%BF%D1%80%D0%BE%D0%B3%D1%80%D0%B0%D0%BC%D0%BC%D0%B8%D1%80%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D0%B5)). После того, как будут проверены все рёбра, выходящие из узла �, из очереди извлекается следующий узел �, и процесс повторяется.

1. Поместить узел, с которого начинается поиск, в изначально пустую очередь.
2. Извлечь из начала очереди узел � и пометить его как развёрнутый.
   * Если узел � является целевым узлом, то завершить поиск с результатом «успех».
   * В противном случае, в конец очереди добавляются все преемники узла �, которые ещё не развёрнуты и не находятся в очереди.
3. Если очередь пуста, то все узлы [связного графа](https://ru.wikipedia.org/wiki/%D0%A1%D0%B2%D1%8F%D0%B7%D0%BD%D1%8B%D0%B9_%D0%B3%D1%80%D0%B0%D1%84) были просмотрены, следовательно, целевой узел недостижим из начального; завершить поиск с результатом «неудача».
4. Вернуться к п. 2.

Примечание: деление вершин на развёрнутые и не развёрнутые необходимо для произвольного графа (так как в нём могут быть циклы). Для [дерева](https://ru.wikipedia.org/wiki/%D0%94%D0%B5%D1%80%D0%B5%D0%B2%D0%BE_(%D1%82%D0%B5%D0%BE%D1%80%D0%B8%D1%8F_%D0%B3%D1%80%D0%B0%D1%84%D0%BE%D0%B2)) эта операция не нужна, так как каждая вершина будет выбрана один-единственный раз.

## **2.2 Реализация алгоритма А\***

1. Создается 2 списка вершин — ожидающие рассмотрения и уже рассмотренные. В ожидающие добавляется точка старта, список рассмотренных пока пуст.
2. Для каждой точки рассчитывается F = G + H. G — расстояние от старта до точки, H — примерное расстояние от точки до цели. О расчете этой величины я расскажу позднее. Так же каждая точка хранит ссылку на точку, из которой в нее пришли.
3. Из списка точек на рассмотрение выбирается точка с наименьшим F. Обозначим ее X.
4. Если X — цель, то мы нашли маршрут.
5. Переносим X из списка ожидающих рассмотрения в список уже рассмотренных.
6. Для каждой из точек, соседних для X (обозначим эту соседнюю точку Y), делаем следующее:
7. Если Y уже находится в рассмотренных — пропускаем ее.
8. Если Y еще нет в списке на ожидание — добавляем ее туда, запомнив ссылку на X и рассчитав Y.G (это X.G + расстояние от X до Y) и Y.H.
9. Если же Y в списке на рассмотрение — проверяем, если X.G + расстояние от X до Y < Y.G, значит мы пришли в точку Y более коротким путем, заменяем Y.G на X.G + расстояние от X до Y, а точку, из которой пришли в Y на X.
10. Если список точек на рассмотрение пуст, а до цели мы так и не дошли — значит маршрут не существует.[2]

# **Пример работы**

**![](data:image/png;base64,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)**

# **Заключение**

В ходе проделанной работы были освоены алгоритмы построения маршрута, в частности алгоритмы поиска по ширине и А\*. Подготовили лабиринт, реализовали алгоритмы с заданными параметрами. Для построения маршрута в лабиринте, мы использовали алгоритм поиска по ширине от начала лабиринта до ключа «\*», и алгоритмом А\* находили путь от ключа «\*» до выхода.
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# **Приложения**

Приложение 1

Листинг программы

import math  
  
  
class Maze:  
 def \_\_init\_\_(self, filename, start, key, finish):  
 self.maze = []  
 self.start = start  
 self.key = key  
 self.finish = finish  
 self.get\_maze(filename)  
 self.width = len(self.maze[0])  
 self.height = len(self.maze)  
 self.add\_stuff()  
  
 def print\_maze(self):  
 for row in self.maze:  
 for element in row:  
 if element == 0:  
 print('#', end='')  
 elif element == 1:  
 print(' ', end='')  
 elif element == 2:  
 print('A', end='')  
 elif element == 3:  
 print('\*', end='')  
 elif element == 4:  
 print('E', end='')  
 elif element == 5:  
 print('.', end='')  
 elif element == 6:  
 print(',', end='')  
 elif element == 7:  
 print(';', end='')  
 print()  
 print()  
  
 def get\_maze(self, filename):  
 f = open(filename)  
 data = f.readlines()  
 self.maze = []  
 for i, row in enumerate(data):  
 self.maze.append([])  
 for element in row:  
 if element == '#':  
 self.maze[i].append(0)  
 else:  
 self.maze[i].append(1)  
  
 def check(self, dot):  
 y, x = dot[0], dot[1]  
 if y < 0 or x < 0 or y >= self.height or x >= self.width:  
 return False  
 return self.maze[y][x] > 0  
  
 def set(self, dot, number):  
 y, x = dot[0], dot[1]  
 if not self.check(dot):  
 return False  
 if self.maze[y][x] == 5:  
 self.maze[y][x] = 7  
 else:  
 self.maze[y][x] = number  
 return True  
  
 def add\_stuff(self):  
 flag = True  
 if not self.set(self.start, 2):  
 print("Игрок не выставлен - ячейка занята")  
 flag = False  
 if not self.set(self.key, 3):  
 print("Ключ не выставлен - ячейка занята")  
 flag = False  
 if not self.set(self.finish, 4):  
 print("Выход не выставлен - ячейка занята")  
 flag = False  
 if not flag:  
 exit(0)  
  
 def move(self, dot: tuple, direction=""):  
 y, x = dot[0], dot[1]  
 if direction == "up":  
 y -= 1  
 elif direction == "down":  
 y += 1  
 elif direction == "left":  
 x -= 1  
 elif direction == "right":  
 x += 1  
 return y, x  
  
 def create\_path(self, start, finish, prev):  
 current = finish  
 path = []  
 while current != start:  
 current = prev[current]  
 path.append(current)  
 path.pop()  
 path = path[::-1]  
 return path  
  
 def paint\_path(self, path, number):  
 for cell in path:  
 self.set(cell, number)  
  
 def width\_search(self, start, finish, number):  
 prev = {}  
 viewed = [start]  
 queue = [start]  
 directions = ["up", "down", "left", "right"]  
 while queue:  
 current = queue.pop(0)  
 for direction in directions:  
 y, x = self.move(current, direction)  
 if self.check((y, x)) and (y, x) not in viewed:  
 queue.append((y, x))  
 viewed.append((y, x))  
 prev[(y, x)] = current  
 if (y, x) == finish:  
 path = self.create\_path(start, finish, prev)  
 self.paint\_path(path, number)  
 return 0  
 print("Не найден путь")  
 exit(0)  
  
 def choose\_element(self, queue, finish):  
 y\_finish, x\_finish = finish[0], finish[1]  
 min\_value = 1e10  
 min\_element = queue[0]  
 for element in queue:  
 cell, dist = element[0], element[1]  
 y, x = cell[0], cell[1]  
 value = math.sqrt((y - y\_finish) \*\* 2 + (x - x\_finish) \*\* 2) + dist  
 if value < min\_value:  
 min\_element = element  
 queue.remove(min\_element)  
 return queue, min\_element  
  
 def a\_star\_search(self, start, finish, number):  
 prev = {}  
 viewed = [start]  
 queue = [(start, 0)]  
 directions = ["up", "down", "left", "right"]  
 while queue:  
 queue, element = self.choose\_element(queue, finish)  
 current, dist = element[0], element[1]  
 for direction in directions:  
 y, x = self.move(current, direction)  
 if self.check((y, x)) and (y, x) not in viewed:  
 queue.append(((y, x), dist + 1))  
 viewed.append((y, x))  
 prev[(y, x)] = current  
 if (y, x) == finish:  
 path = self.create\_path(start, finish, prev)  
 self.paint\_path(path, number)  
 return 0  
 print("Не найден путь")  
 exit(0)  
  
 def processing(self, method):  
 self.print\_maze()  
 if method == "width":  
 self.width\_search(self.start, self.key, 5)  
 self.width\_search(self.key, self.finish, 6)  
 else:  
 self.a\_star\_search(self.start, self.key, 5)  
 self.a\_star\_search(self.key, self.finish, 6)  
 self.print\_maze()  
  
  
def main():  
 maze = Maze("maze-for-u.txt", (0, 1), (107, 85), (199, 198))  
 maze.processing("width")  
  
  
if \_\_name\_\_ == "\_\_main\_\_":  
 main()